Session 05:

JAVA Arrays and Strings

# Describe ArrayList and accessing values from an ArrayList

# Describe String and StringBuilder classes

# Explain command line arguments

# Describe Wrapper classes, autoboxing, and unboxing

# Describe ArrayList and accessing values from an ArrayList \

## Java ArrayList

import java.util.ArrayList; // import the ArrayList class

ArrayList<String> cars = new ArrayList<String>(); // Create an ArrayList object

## Add Items

import java.util.ArrayList;

public class Main {

public static void main(String[] args) {

ArrayList<String> cars = new ArrayList<String>();

cars.add("Volvo");

cars.add("BMW");

cars.add("Ford");

cars.add("Mazda");

System.out.println(cars);

}

}

## Access an Item

cars.get(0);

## Change an Item

cars.set(0, "Opel");

## Remove an Item

cars.remove(0);

cars.clear();

## ArrayList Size

cars.size();

## Loop Through an ArrayList

public class Main {

public static void main(String[] args) {

ArrayList<String> cars = new ArrayList<String>();

cars.add("Volvo");

cars.add("BMW");

cars.add("Ford");

cars.add("Mazda");

for (int i = 0; i < cars.size(); i++) {

System.out.println(cars.get(i));

}

}

}

Foroech

public class Main {

public static void main(String[] args) {

ArrayList<String> cars = new ArrayList<String>();

cars.add("Volvo");

cars.add("BMW");

cars.add("Ford");

cars.add("Mazda");

for (String i : cars) {

System.out.println(i);

}

}

}

### Create an ArrayList to store numbers (add elements of type Integer):

import java.util.ArrayList;

public class Main {

public static void main(String[] args) {

ArrayList<Integer> myNumbers = new ArrayList<Integer>();

myNumbers.add(10);

myNumbers.add(15);

myNumbers.add(20);

myNumbers.add(25);

for (int i : myNumbers) {

System.out.println(i);

}

}

}

## Sort an ArrayList

import java.util.ArrayList;

import java.util.Collections; // Import the Collections class

public class Main {

public static void main(String[] args) {

ArrayList<String> cars = new ArrayList<String>();

cars.add("Volvo");

cars.add("BMW");

cars.add("Ford");

cars.add("Mazda");

Collections.sort(cars); // Sort cars

for (String i : cars) {

System.out.println(i);

}

}

}

### Example

#### Sort an ArrayList of Integers:

import java.util.ArrayList;

import java.util.Collections; // Import the Collections class

public class Main {

public static void main(String[] args) {

ArrayList<Integer> myNumbers = new ArrayList<Integer>();

myNumbers.add(33);

myNumbers.add(15);

myNumbers.add(20);

myNumbers.add(34);

myNumbers.add(8);

myNumbers.add(12);

Collections.sort(myNumbers); // Sort myNumbers

for (int i : myNumbers) {

System.out.println(i);

}

}

}

# Describe String and StringBuilder classes

## Java String length() Method

* The length() method is used to find the length of a string. For example, String str = ”Hello”; System.out.println(str.length()); // output: 5

## Java String charAt() Method

Returns the character at the specified index (position)

public class Main {

public static void main(String[] args) {

String myStr = "Hello";

char result = myStr.charAt(0);

System.out.println(result);

}

}

## Java String concat() Method

Appends a string to the end of another string

public class Main {

public static void main(String[] args) {

String firstName = "John ";

String lastName = "Doe";

System.out.println(firstName.concat(lastName));

}

}

## Java String compareTo() Method

Compares two strings lexicographically

public class Main {

public static void main(String[] args) {

String myStr1 = "Hello";

String myStr2 = "Hello";

System.out.println(myStr1.compareTo(myStr2)); // Returns 0 because they are equal

}

}

## Java String indexOf() Method

The indexOf() method returns the position of the first occurrence of specified character(s) in a string.

public class Main {

public static void main(String[] args) {

String myStr = "Hello planet earth, you are a great planet.";

System.out.println(myStr.indexOf("planet"));

}

}

## Java String lastIndexOf() Method

The lastIndexOf() method returns the position of the last occurrence of specified character(s) in a string.

public class Main {

public static void main(String[] args) {

String myStr = "Hello planet earth, you are a great planet.";

System.out.println(myStr.lastIndexOf("planet"));

}

}

## Java String replace() Method

The replace() method searches a string for a specified character, and returns a new string where the specified character(s) are replaced.

public class Main {

public static void main(String[] args) {

String myStr = "Hello";

System.out.println(myStr.replace('l', 'p'));

}

}

## Java String substring() Method

* The substring() method is used to retrieve a part of a string, that is, substring from the given string.
* For example,

public class Main {

public static void main(String[] args) {

System.out.println(str.substring(2,5)); // output: ‘llo’

}

}

## Java String toString() Method

* The toString() method is used to return a String object.
* It is used to convert values of other data types into strings. For example,

public class Main {

public static void main(String[] args) {

Integer length = 5;

System.out.println(length.toString()); // output: 5

}

}

## Java String trim() Method

The trim() method removes whitespace from both ends of a string.

public class Main {

public static void main(String[] args) {

String myStr = " Hello World! ";

System.out.println(myStr);

System.out.println(myStr.trim());

}

}

# Explain command line arguments

### While running a class **Demo**, you can specify command line arguments as

### java Demo arg1 arg2 arg3 …

#### Command Line Arguments can be used to specify configuration information while launching your application.

#### There is no restriction on the number of java command line arguments.You can specify any number of arguments

#### Information is passed as Strings.

#### They are captured into the String args of your main method

**Example:**

**Step 1)** Copy the following code into an editor.

class Demo{

public static void main(String args[]){

String[] b={"apple","orange"};

System.out.println("Argument one = "+b[0]);

System.out.println("Argument two = "+b[1]);

}

}

**Step 2)** Save & Compile the code

**Step 3)** Run the code as **java Demo apple orange.**
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**Step 4)** You must get an output as below.

![Java Command Line Arguments](data:image/jpeg;base64,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)

# Describe Wrapper classes, autoboxing, and unboxing

## Wrapper classes

### For example, the following methods are used to get the value associated with the corresponding wrapper object: intValue(),  byteValue(), shortValue(), longValue(), floatValue(), doubleValue(), charValue(), booleanValue().

public class Main {

public static void main(String[] args) {

Integer myInt = 5;

Double myDouble = 5.99;

Character myChar = 'A';

System.out.println(myInt.intValue());

System.out.println(myDouble.doubleValue());

System.out.println(myChar.charValue());

}

}

## Autoboxing and unboxing

### The automatic conversion of primitive data types into its equivalent Wrapper type is known as boxing and opposite operation is known as unboxing. This is the new feature of Java5. So java programmer doesn't need to write the conversion code.

### **Simple Example of Autoboxing in java:**

**class** BoxingExample1{

**public** **static** **void** main(String args[]){

**int** a=50;

Integer a2=**new** Integer(a);//Boxing

Integer a3=5;//Boxing

        System.out.println(a2+" "+a3);

 }

}

**class** UnboxingExample2{

**public** **static** **void** main(String args[]){

    Integer i=**new** Integer(50);

**if**(i<100){            //unboxing internally

        System.out.println(i);

        }

 }

}